ASIC-in-the-loop methodology for verification of piecewise affine controllers
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Abstract—This paper exposes a hardware-in-the-loop methodology to verify the performance of a programmable and configurable application specific integrated circuit (ASIC) that implements piecewise affine (PWA) controllers. The ASIC inserted into a printed circuit board (PCB) is connected to a logic analyzer that generates the input patterns to the ASIC (in particular, the values to program the memories, configuration parameters, and values of the input signals). The output provided by the ASIC is also taken by the logic analyzer. A Matlab program controls the logic analyzer to verify the PWA controller implemented by the ASIC in open-loop as well as in closed-loop configurations.

I. INTRODUCTION

The concept known as Hardware-In-the-Loop (HIL) is a technique that is used to develop and test complex embedded systems. HIL communicates the physical hardware under test and links it to a computer model that simulates the other aspects of the system. HIL has been successfully applied to the development and testing of embedded controllers in a wide variety of engineering fields: automotive applications [1], power electronics systems [2]-[3], radar systems [4]-[5], and robotics [6].

In the particular case of embedded controllers, the ideal condition is to test the controller against the real plant but this could impose severe limitations. One solution is to model the plant under control by adding the mathematical representations that is referred as plant simulation. Therefore, the embedded controller is tested interacts with the plant simulation [7]-[9].

Piece-Wise Affine (PWA) functions are very useful in the design of controllers and virtual sensors in many applications [10]-[13]. Several digital realizations of PWA functions have been proposed in the literature during the last years to implement four canonical forms: Generic PWA (PWAG) [10], Simplicial PWA (PWAS) [11], Lattice PWA (PWAL) [12], hyperRectangular PWA (PWAR) [13]. Digital architectures for the implementation of all these canonical forms have been proposed through FPGA implementations. More recently, a configurable and programmable architecture to implement PWAG functions has been integrated in a nanometric VLSI technology [14]. This ASIC is able to implement PWA functions with a configurable number of inputs (from one to four) and one output.

FPGA manufacturers (XilinxBrox, and Altera), in collaboration with The MathWorks, offer commercial tools that enable the HIL simulation of FPGA implementations directly within Simulink [15]-[16]. This strategy provides an efficient technique to verify the FPGA implementation of the PWA controllers [17].

The work presented in this paper describes an ASIC-in-the-loop methodology for the verification of PWA embedded controllers. The paper is organized as follows. Section II explains the proposed ASIC-in-the-loop methodology. Section III addresses the open-loop verification of the controller whereas the closed-loop verification is detailed in Section IV. The methodology is applied to verify a controller that regulates a Double Integrator System in Section V. Finally, conclusions of this work are expounded in Section VI.

II. ASIC-IN-THE-LOOP METHODOLOGY

The proposed methodology has been proven with a digital ASIC that implements PWA controllers based on the generic canonical form [14].

A PWA controller, \( f_{PW A} : D \rightarrow \mathbb{R} \), provides a linear (affine) control law for each region in which the input domain, \( D \), is partitioned (\( D \subset \mathbb{R}^n \)):

\[
f_{PW A}(x) = [x^T \quad 1]^T [f_i \quad g_i], \quad \forall x \in P_i
\] (1)

where \( x \in \mathbb{D} \), \([f_i \quad g_i] \in \mathbb{R}^{n+1} \), and \( P_i \in \mathbb{R}^n \). \( P_i \) are non overlapping regions, called polytopes, that induce a polyhedral partition of the domain.

The architecture contains two memories, one memory implements the search tree whereas the other one stores the coefficients \((f_i, g_i)\) to generate the affine control laws to each polytope and its edges for each input value \((x)\). The architecture is both programmable and configurable [14]. Configurability allows changing the partition of the input domain and the number of inputs (from one to four). Therefore, the proposed architecture is able to work with different number of dimensions, memory sizes, determining the complexity of the search tree and number of parameters, etc. Programmability allows, once the desired configuration is selected, to work with different control surfaces, by reprogramming the memory contents. The architecture that is implemented on the ASIC has different working modes; two of them enable the writing process of the memories and the other one is the operation mode in which the ASIC works as a controller.

The main components to perform the ASIC-in-the-loop methodology are (see Fig. 1):
The proposed ASIC-in-the-loop methodology is fully designed in a unique design environment managed by Matlab. Firstly, the controller configuration is obtained from the Mobydico Toolbox [18]. This toolbox generates a Verilog file with the testbench that programs the controller. Automatically, this testbench generates a Comma Separated Values (CSV) file that contains the values to write the data memories. Next, this CSV file fixes the operation mode giving the corresponding inputs depending on what is going to be verified. This CSV file is directly interpreted by the logic analyzer. Each line corresponds to the value of the inputs of the system in each semi-period of the sampling clock.

A Matlab script provides the connectivity with the logic analyzer. Next, the logic analyzer configuration files are loaded with a description of the channels used by the pattern generator and analyzer modules. These channels are connected to the corresponding PCB pins. The working frequency, the trigger value, and the sample conditions are also fixed by this Matlab script.

The next step is to load the CSV file that has been generated previously. At this point the logic analyzer can be set to run. The pattern generator module sends the same data pattern repeatedly, whereas the analyzer module runs for a time slot in which the pattern generator has sent the complete data pattern at least once. After that, the analyzer module is stopped firstly and afterwards the pattern generator is also stopped. The part of the Matlab program that implements the plant requires the data acquired by the analyzer module. Finally, the removal of the software connection is required since if not, when a new connection is launched, a new software connection should be created. This new connection will enter into conflict with the old existing software connection.

### III. OPEN-LOOP VERIFICATION

In this case, the Verilog file generates a CSV file that writes both memories and configures the operation mode. This file controller outputs.
sweeps all the values in the input domain. The Matlab script generates a matrix, called Real, with the data captured by the logic analyzer, where the first columns are the input values to the controller and the last column is the output obtained from the controller. Each row represents a different inputs-output value (inputs sweep over the entire domain). To verify the correct functionality of the PWA controller, a second matrix, called Sim, is composed with the same info coming from the simulation results obtained with ModelSim simulator. The open-loop ASIC verification is satisfied when the content of both matrixes is the same (Matlab relational operator "equal to" is used).

A second verification is to calculate the RMSE between the ASIC and the simulation results obtained from the Moby-dic Toolbox. The RMSE is expressed as:

\[
RMSE = \sqrt{\frac{1}{N_{pts}} \sum_{i=1}^{N_{pts}} (\hat{u}(x_i) - \tilde{u}(x_i))^2}
\]  

(2)

where \(\hat{u}(x_i)\) is the result given by the Moby-dic Toolbox and \(\tilde{u}(x_i)\) is the output provided by the ASIC and \(N_{pts}\) is the number of cells in the matrices.

IV. CLOSED-LOOP VERIFICATION

In the Matlab script, a starting point is fixed and it is converted from its real value to a new base used by the pattern generator (arrow 1 in Fig. 2). This new value is written in the corresponding lines of the pattern. Then the script runs the pattern generator that captures the data with the analyzer module. The resulting data are processed generating a vector that contains the input data and its corresponding output.

Once the vector of the inputs from the last state and its corresponding output is captured (arrow 2 in Fig. 2), a Matlab program implements the plant to generate the new state. The plant model in Matlab calculates the new inputs for the controller taking into account the previous output of the controller and the previous state(s) of the plant (in case of dynamical plants). These inputs have to be written in the pattern and they are provided to the ASIC controller (see arrow 3 in Fig. 2). Once again the new output is captured and processed. This operation will be repeated as many times as it is required so that the plant could be properly controlled. Finally, the last step is to remove the connection with the logic analyzer.

V. APPLICATION EXAMPLE: DOUBLE INTEGRATOR

To illustrate the methodology, let us consider a controller to regulate a Double Integrator system to the origin. The discrete-time double integrator with sampling of one time unit is represented as follows:

\[
x_{k+1} = \begin{bmatrix} 1 & 1 \\ 0 & 1 \end{bmatrix} x_k + \begin{bmatrix} 0 \\ 1 \end{bmatrix} u_k
\]

\[
y_k = \begin{bmatrix} 1 & 0 \end{bmatrix} x_k
\]

(3)

where \(x_k \in \mathbb{R}^2\) denotes the state variable and \(u_k\) the control input at discrete time \(k \in \mathbb{N}\). The control objective is to regulate the system to the origin under the hard constraint \(-1 \leq u_k \leq 1, k \in \mathbb{N}\). The state domain is given by \(S = \{x \in \mathbb{R}^2 : -8 \leq x_1 \leq 8, -4 \leq x_2 \leq 4\}\). An optimal explicit control law (PWAG) has been obtained using the Moby-dic Toolbox [18], which provides the Verilog file. The PWAG control law is characterized by a number of edges plus polytopes equal to 163, and a search tree that has 191 nodes and a maximum depth of \(d = 8\). For this example, the ASIC has been configured to work with 191 words for the search tree and 163 words for the edges and affine functions.

An open-loop verification has been performed, loading a CSV file that contains the values over the entire input domain. For each component of the bi-dimensional domain, 25 points have been taken resulting 625 points (\(N_{pts}\)). After running the logic analyzer, the results are stored in the Real matrix and compared with the simulation results of the controller obtained with the Moby-dic Toolbox. The resulting RMSE is 0.018. In Fig. 3 the control surface has been illustrated in the ASIC case (see Fig. 3(a)), simulation case (see 3(b)), and the error obtained as the difference between them (see 3(c)).

For the closed-loop verification the plant corresponding to the Double Integrator System is modeled in Matlab according to eq. (3). Fig. 4 illustrates the evolution of the closed-loop system in the state space (test), starting from the state \([3, -4]\), and it is compared with the simulation of the controller in the Moby-dic Toolbox (sim). Fig. 5 shows the evolution of the
control signal (test and sim output). Finally, other trajectories with different starting states in the ASIC are shown in Fig. 6 (test results).

VI. CONCLUSIONS

This paper presents a novel ASIC-in-the-loop methodology for verification of PWA controllers, which allows both open-loop and closed-loop verifications. It is fully automatized within a unique framework managed by Matlab.
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